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Azure data Factory – CI/CD 
 

Azure Data Factory integrates with both GitHub and Azure DevOps Git to enable source control, release 

management and CI/CD. With source control, developers can collaborate, track and save their changes 

to a branch of choice (in this case, it will be DEV branch). These changes will be merged into the main 

branch and deployed to the higher-level environments (QA, UAT, Prod), where it will also be tested and 

validated. This session of the white paper will describe how to implement continuous integration and 

continuous deployment for Azure Data Factory.  

Note that we recommend using Git as version control system. Git is a distributed VCS. This means that 

each developer must create a branch to save a copy of work they do. Developers can create new 

branches, implement new features or fix bugs and commit their changes on their local branch. To share 

their work with the rest of the team, they must push their changes to the main branch. 

To limit the risk of conflicts, we recommend to merge changes often. More details on how to push 

changes available here.  

Environments 
 

The number of environments varies depending on the project constraints and every organization will 

have different requirements. We typically recommend four environments when implementing ADF 

projects: DEV, QA/INT, UAT and Production. While DEV and QA can be in the same resource group, we 

recommend having UAT and Production in separate resource groups. This will limit the risk of someone 

accidentally dropping the data factories in UAT/Production. 

Note that before deploying ADF to an environment, you will need to create the target data factory in 

the resource group. For example, before deploying a Data Factory, Accounting_ADF to UAT, you need to 

make sure that there is a Data Factory named Accounting_ADF exists in the UAT resource group. The 

name can be different and parameterized.  

Azure DevOps 
 

Azure Data Factory integrates with both GitHub and Azure DevOps Git. We’ll be working with Azure 

DevOps for this session. The first Step is to create a project in azure DevOps (dev.azure.com). Go 

through the link to decide whether you should create separate organization for different departments or 

projects or have one organization for all projects. 

Select your organization and click on “create project” and provide the project details: name, visibility 

(private) and select the source control (git) 

  

https://docs.microsoft.com/en-us/azure/devops/repos/git/pushing?view=azure-devops&tabs=visual-studio
https://docs.microsoft.com/en-us/azure/devops/user-guide/plan-your-azure-devops-org-structure?view=azure-devops&viewFallbackFrom=vsts


 

 

Set up the code repository for your Data Factory 
 

In this section, we assume you’ve created your data factory. For more details on how to create a data 

Factory, refer to the following link. You can setup the code repository while creating the data factory by 

checking the enable Git box or after the data factory is created. Once the Data factory has been created, 

click on the Author & Monitor tab 

 

 

Once on this page, click on the icon  on the left pane. To add an existing data factory to a code 

repository, select “Set up Code Repository” in the Dropdown list 

 

 

 

https://docs.microsoft.com/en-us/azure/data-factory/quickstart-create-data-factory-portal#create-a-data-factory


In the next window, enter the repository details referencing the project you created in the previous 

section 

 

After you save the repository details, your data factory is under source control. You will be prompted to 

select a working branch. Chose “Create new” and create a DEV branch. 

 

Each developer must create feature branch to create, update and save their pipelines and activities. 

Once development is complete for a specific feature, the developer will save his/her changes and submit 

a pull request from master branch to merge the changes into the master branch. While submitting the 

pull request, the developer must provide title and detailed description of the changes. The developer 

can link the pull request to the associated work items. 

The reviewer, usually the Dev lead, will review all changes and can approve or reject the request. The 

reviewer can see all the files that have been changed as part of this release/sprint by doing a file 

comparison before deciding whether to approve or reject. 



If the pull request is approved and the changes merged into the main/master branch, the dev lead can 

publish the main branch. This action will trigger create or update of the adf_publish branch. At this 

point, the dev team create a release or automatically deploy an existing release to the higher-level 

environments. Let us go through these steps with the help of this image- 

 

 

Each developer creates a feature branch (generically named DEV in this example) as the working 

branch. This is the branch that is linked to feature you are developing for Azure data factory. 
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Once all the changes have been saved on the dev branch, this can be done by clicking the save 

all/save button, you will have to make a pull request. 

 

 

 

 

 

  
 

 

 

               The pull request is made as follows 
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This will open a new tab, make sure that the pull request is from the dev branch to the master branch. 

 

 

 

 

 

 

 

 

 

 

Click create, and it will bring up a screen to approve and complete the pull request. 

 

 

 

Click Approve if you are happy with the pull request and finally click complete. You can delete the DEV 

branch given that the feature development is complete. 



Once all the above steps are complete, the ADF can be published from the master branch into 

the development ADF. 

 

                 This will update the Dev ADF and publish changes to the adf_publish branch. 

 

Release Management and continuous deployment 
 

We recommend one repository for the entire project. Every environment (QA, UAT, PROD) will be define 

as a stage. We’ll define the dependencies (pre-deployment) between deployments to make sure all 

environments are deployed at the same time. For example, a new release deployed in UAT must not 

only be successfully deployed in QA, but also pass all the tests. To ensure UAT is deployed after a 

successful QA deployment, we’ll set up a pre-deployment approval. You can set up the time out for the 

approval to the estimated QA validation time.   

Below is a sample of what will try to build 

 

 

The first step is to create a release pipeline. To do this, go to the pipeline section, click on release and 

then “New Pipeline”.  Select an empty job template. 
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Provide the stage name, example QA for a deployment to the QA environment and save. 

 

After the creation of the stage, we need to add the artifacts. In the artifact section, click add artifact and 

select Azure repository Git az source type. Select the project name from the dropdown list and chose 

the source repository.  

In the default branch, adf_publish. Note that the adf_publish branch will not appear in the dropdown list 

until after you deploy the collaboration branch in the DEV data Factory at least once. Select the default 

version of the branch you want to deploy. Often, it’s the latest version. Click add 

 

Now, you need to add an Azure Resource Group Deployment task. In the task menu, select agent job 

and click on the + sign. In the search box, enter “Azure resource” and select Azure Resource Group 

Deployment.  Click Add. 

 



 

 

Select the added task and enter the different parameters. Note that after you enter the subscription id, 

you will need to authenticate (click authorize) to access the resource group and other resources in the 

subscription. 

 

 

In the template section, you will need to specify the ARM template for the pipeline and the ARM 

template for the parameter file.  

Note that you can chose “Linked artifacts” and browse the linked artifact folder structure to the ARM 

template files. 



 

Alternatively, you can generate these templates manually and store them in blob or another storage. If 

that’s your choice, select “URL to the file” in the template location section and enter the url of the ARM 

template files in the template link text box.  

 

 

The override template parameter section allows to define the parameters in the target environment. 

We recommend having one parameter template file per environment.  



While you can override the parameter values manually in each environment deployment stage, we also 

recommend to use KeyVault secrets to avoid having sensitive information (passwords, connection 

strings,…) in plain text. Go to the following link for more details on how to set and retrieve a secret from 

Azure Key Vault using the Azure portal.  

Click save after you enter all the required parameter values. 

 

 

In the next section we’ll define what triggers a continuous deployment. Select the continuous 

deployment trigger as indicated in the figure below. 

 

https://docs.microsoft.com/en-us/azure/key-vault/quick-create-portal
https://docs.microsoft.com/en-us/azure/key-vault/quick-create-portal


Enable the “Continuous deployment trigger. In the example below, we selected adf_publish as filter 

branch. This mean, a deployment will be triggered whenever there is commit on the adf_publish branch. 

 

 

At this point, you can make some changes to you Data factory in the DEV branch and create a pull 

request. Once the reviewer approves the pull request and completes the merge in the collaboration 

branch, you can publish the change to the Dev environment in Azure Data Factory. This will 

automatically trigger a deployment to your QA environment. 

  

 

Deploy to UAT and specify the dependencies between environment as well as the constraints 
 

You can create a new stage for UAT from scratch or clone the QA stage and make the necessary 

changes. To clone the QA stage, select it and, in the stages area, click on the add dropdown list and 

chose clone stage 



 

 

Rename the cloned stage to UAT and save. 

The next step is to update the task with UAT values. Also, because the UAT deployment is triggered right 

after a successful deployment in QA, we’ll add an approval condition. This will allow us to wait until QA 

passes all the validation tests before we deploy to UAT.  

In the Task dropdown list, select UAT and update all the relevant parameters to the UAT environment 

(resource group, templates…) and save 

select the pre-deployment conditions and enable pre-deployment approvals. Enter the name/email of 

the approver.  

In the timeout textbox, you can put the estimated duration of the QA validation phase. Optionally, you 

can put additional constrains like to avoid the user who submitted the deployment request to also 

approve it. Save the changes. 

 

 

Repeat the UAT steps to create a (pre) production environment. 



Useful links 
 

 Implementing DevOps Development Processes 

 Define your multi-stage continuous deployment (CD) pipeline 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

https://openedx.microsoft.com/courses/course-v1:Microsoft+AZ-400.1+2019_T1/course/
https://docs.microsoft.com/en-us/azure/devops/pipelines/release/define-multistage-release-process?view=azure-devops

